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a b s t r a c t 

The memory performance of data mining applications became crucial due to increasing 

dataset sizes and multi-level cache hierarchies. Recursive partitioning methods such as de- 

cision tree and random forest learning are some of the most important algorithms in this 

field, and numerous researchers worked on improving the accuracy of model trees as well 

as enhancing the overall performance of the learning process. Most modern applications 

that employ decision tree learning favor creating multiple models for higher accuracy by 

sacrificing performance. In this work, we exploit the flexibility inherent in recursive par- 

titioning based applications regarding performance and accuracy tradeoffs, and propose 

a framework to improve performance with negligible accuracy losses. This framework em- 

ploys a data access skipping module (DASM) using which costly cache accesses are skipped 

according to the aggressiveness of the strategy specified by the user and a heuristic to pre- 

dict skipped data accesses to keep accuracy losses at minimum. Our experimental evalua- 

tion shows that the proposed framework offers significant performance improvements (up 

to 25%) with relatively much smaller losses in accuracy (up to 8%) over the original case. 

We demonstrate that our framework is scalable under various accuracy requirements via 

exploring accuracy changes over time and replacement policies. In addition, we explore 

NoC/SNUCA systems for similar opportunities of memory performance improvement. 

© 2018 Elsevier Ltd. All rights reserved. 

1. Introduction 

Recursive partitioning is a well-studied predictive modeling approach that is widely used in data mining and related 

fields. While prior research [2–5] has investigated different implementations of decision trees, random forests and their 

variants, evaluating and optimizing its performance in the context of emerging multi-level on-chip cache hierarchies and 

modern main memory systems took much less attention. Most decision tree learning implementations, like many other 

data mining algorithms, are memory-bound since they typically apply computationally-trivial operations to large amounts 

of data. In doing so, they require multiple accesses to the same data in order to create the tree levels. This increases the 

dependency on memory performance and, consequently, on the effectiveness of data access optimizations. 

Prior work suggested different strategies to handle costly memory accesses in data-intensive applications, including 

memory request scheduling [6–8] , on-chip network optimizations [9–11] , and aggressive cache optimizations (at both 

architectural and software levels) [12–15] . While these optimizations are successful in certain cases, their effectiveness 
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Fig. 1. The data access distribution for our decision tree learning implementation used in this work on the NoC/SNUCA system (details of our experimental 

platform will be given later in Section 5 ). We see that some data accesses are much costlier compared to others. 

is ultimately limited as they try to preserve the correctness of execution . Approximate computing [16–19] , an emerging 

research area, instead suggests that, by relaxing the exact correctness requirement, it may be possible to reach a faster (and 

possibly more energy efficient) execution in certain applications. 

An important question then, in the context of recursive partitioning algorithms, is whether approximate computing 

can be employed to reduce their memory access latencies without significantly affecting the correctness of the original 

applications. Focusing on one particular implementation of decision tree learning [5] and skipping some portion of costly 

data accesses (as our approximate computing strategy), this paper starts with two critical observations: 

• The inaccuracy resulting from skipping data accesses depends more on the number of data accesses skipped, rather than 

which specific data accesses are skipped. 
• In contrast, the performance benefits achieved through data access skipping depends strongly on which specific data 

accesses are skipped. 

The reason for the first observation is the fact that every data point is accessed multiple times throughout the execution. 

Even if a data point is skipped and replaced with a (possibly incorrect) prediction, there is a very high probability that 

the same point will not be skipped again, and it will eventually contribute to the decision tree. The reason for the second 

observation is the fact that costs of different data accesses (even in the case of data-parallel applications) are not uniform 

in current multicore and manycore systems. Specifically, a data access may hit at any level in the on-chip cache hierarchy 

(composed of L1, L2 and L3 in modern systems), or miss in all of them. In the latter case, a main memory request is made, 

whose cost depends on the on-chip network latency, memory queuing latency, and whether we hit in the row-buffer or 

not. A distribution of data access latencies in a typical execution of our target decision tree application is plotted in Fig. 1 

(note that according to prior research, such patterns are not unexpected [20] ). One can observe from this graph that, data 

accesses exhibit a great deal of variations in their latencies. Consequently, when considering the two observations above, 

two alternate approximate computing strategies (for a given algorithm) that skip the same amount of data accesses are 

expected to result in similar inaccuracies but significantly different performance improvements. 

Motivated by this result, our goal in this work is to explore the potential performance improvements that can be 

achieved via data access skipping. Specifically, our proposed approach tries to skip a fraction of costly data accesses 

(last-level cache misses) in an attempt to maximize the performance benefits under a given inaccuracy bound. In addition, 

we explore a pooling technique that has been shown to improve performance in data mining algorithms and adapt it to 

work in conjunction with our optimization. Our detailed experiments with this approach applied to a sample decision tree 

learning implementation show that: 

• A small portion of the data accesses has a negligible impact on accuracy but a significant impact on performance. Specif- 

ically, skipping 3% of the data accesses reduces the accuracy by only 4–6%, but improves the memory performance by 

50–55%. These savings translate to an average execution time improvement of 15%. 
• Randomly skipping data accesses (i.e., without considering their latency costs) offers considerably smaller improvements 

compared to our scheme. For example skipping 3% of the data points “randomly” improves the memory performance 

only by 4–5%. 
• Our cache miss skipping scheme is applicable for both uniform and non-uniform cache hierarchies. In fact skipping 3% of 

the data points improves the memory performance by 45–48% and the overall performance by 13–14% on the NoC/SNUCA 

based system. 
• Applying the pooling technique causes a negligible (1%) performance overhead but improves the accuracy by approxi- 

mately 3% on more aggressive skipping ratios. 
• Constructing multiple trees for random forest training reduces the loss of accuracy even further. Specifically, skipping 3% 

of the data access reduces the accuracy by only 2%, but improves the execution time by 12%. 

The remainder of this paper is structured as follows. A general overview of decision tree and random forest methods 

are provided in Section 2 . Section 3 explains the details of our data access skipping strategy. The pooling technique and 
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